
UNIT-4 

Android Application Design Essentials: Using Android Preferences: Working with 

Application Preferences-Determining When Preferences Are Appropriate, Storing Different 

Types of Preference Values, Creating Private Preferences for Use by a Single Activity, 

Creating Shared Preferences for Use by Multiple Activities, Searching and Reading 

Preferences, Adding, Updating, and Deleting Preferences  , Finding Preferences Data on 

the Android File System, Creating Manageable User Preferences - Creating a Preference 

Resource File , Using the Preference Activity Class, Working with Files and Directories-

Working with Application Data on a Device, Leveraging Content Providers-Exploring 

Android‘s Content Providers - Using the MediaStore Content Provider, Using the CallLog 

Content Provider 

 

 

Using Android Preferences: 

Working with Application Preferences: 

Preferences in Android are a crucial aspect of application design, providing a way to store 

and retrieve user settings and data. Before incorporating preferences, it's essential to 

determine when they are appropriate for your application's needs. Preferences are commonly 

used for storing user-specific configurations, such as theme choices, language preferences, or 

notification settings. 

 

Storing Different Types of Preference Values: 

Android preferences support various data types, including integers, strings, booleans, and 

floats. This flexibility allows developers to store a wide range of user preferences efficiently. 

 

Creating Private Preferences for Use by a Single Activity: 

Private preferences are confined to a single activity and are accessible only within that 

activity's context. They are ideal for storing preferences that are specific to a particular screen 

or feature within the application. 

Creating Shared Preferences for Use by Multiple Activities: 

Shared preferences enable data sharing among multiple activities within an application. These 

preferences are accessible across the entire application and are commonly used for storing 

settings or user preferences that need to be accessed from different parts of the app. 

 



Searching and Reading Preferences: 

Android provides convenient methods for searching and reading preferences within an 

application. Developers can easily retrieve preference values using keys and appropriate 

methods provided by the SharedPreferences class. 

 

Adding, Updating, and Deleting Preferences: 

Preferences can be dynamically modified during runtime, allowing users to customize their 

experience. Developers can add new preferences, update existing ones, or delete preferences 

based on user actions or application requirements. 

 

Finding Preferences Data on the Android File System: 

Preferences data is stored on the Android file system in XML format. Developers can locate 

and access these preference files to inspect or modify preferences manually if necessary. 

Understanding the location and structure of preference files is essential for debugging and 

troubleshooting preferences-related issues in an application. 

Incorporating these practices ensures a smooth and user-friendly experience by effectively 

managing and utilizing application preferences in Android development. 

 

Creating Manageable User Preferences 

User preferences can be easily managed in Android applications to provide customization 

options. This involves creating a preference resource file where settings can be defined. 

Creating a Preference Resource File 

The preference resource file, usually named `preferences.xml`, defines the structure and 

default values of the application's preferences using XML. 

 

Using the Preference Activity Class 

The `PreferenceActivity` class provides a user interface for managing application 

preferences. It automatically loads preferences from the specified XML resource file. 

 

Working with Files and Directories 



Android applications often need to work with files and directories to store and retrieve data. 

This involves managing application data on the device's storage. 

 

Working with Application Data on a Device 

Files and directories can be accessed and manipulated within an Android application to store 

various types of data such as user preferences, cached files, or database files. 

 

Leveraging Content Providers 

Content Providers allow applications to share data between themselves and with the system. 

Android provides several built-in content providers for accessing common types of data. 

 

Exploring Android's Content Providers 

Android's Content Providers offer access to a wide range of data sources. This includes the 

MediaStore Content Provider for accessing media files and the CallLog Content Provider for 

retrieving call logs. 

 

Using the MediaStore Content Provider 

The MediaStore Content Provider provides access to media files such as images, audio, and 

video stored on the device. It allows applications to query and manipulate media files. 

 

Using the CallLog Content Provider 

The CallLog Content Provider gives access to the device's call history. It allows applications 

to retrieve details about incoming, outgoing, and missed calls, such as timestamps and phone 

numbers. 

 

By following these subtopics, developers can effectively manage user preferences, work with 

files and directories, and leverage Android's content providers to access and manipulate 

various types of data within their applications. 

 


